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 Web services give a new view of the web as the biggest, widely accepted and the most 
straightforward distributed software platform. Their composition into applications and 
business processes is still a complex, non-trivial task, requiring highly rational efforts not 
only from the software developers, but from the quality assurance specialists. The provision 
оf web service compositions’ quality brings a lot of challenges due to variability of 
difficulties at infrastructure, service and choreography levels and the need of different types 
of testing in unknown context and environment. A consolidated quality assurance 
methodology that advances the fundamental understanding of testing in terms of concepts, 
models, techniques, standards and automation is required. This methodology needs to 
enable effective exploration, comparison, evaluation and selection of testing approaches, 
platforms and tools. 
This article proposes such a methodology and reviews the current testing approaches for 
single and composite web services from an objective, holistic perspective. The methodology 
is presented as an end-to-end testing procedure, in which activities are facilitated by a set 
of testing approaches, techniques and best practices. A concrete solution is recommended 
for actual implementation of each activity either through selection among the most 
appropriate and effective existing approaches or development of new approaches, mainly 
in case of critical issues such as dependencies analysis, partner web services’ isolation and 
injection of faults. A common framework that integrates different testing tools automates 
the methodology. Its applicability, completeness, level of automation, and level of novelty 
is evaluated through testing of real testing scenarios. 
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1. Introduction 

Web services provide a novel paradigm for interoperability of 
distributed applications. They act as collaborative agents to deliver 
advanced and high-quality functionality to the end users. That is 
why the web services are used by the successful enterprises to 
build flexible and fast connections with their partners, and thus 
reducing the cost and increasing the revenue. Such business 
interactions are possible through implementation of Web Service 
Compositions (WSCs) in a standardized, secure and interoperable 
manner. Although the WSCs provide a lot of benefits for the 
developers, they bring challenges to testing as well as to overall 
quality assurance process. First, its implementation is often based 
on web services, which are developed and deployed on diverse 

environments supported by different vendors. In case of legacy 
systems and components, the web services act as wrappers of 
functionality that is hard to be controlled and simulated in a testing 
environment. The orchestrated web services are not always 
available or could be undeployed by the provider, which leads to 
additional efforts for emulation of their behavior during testing. In 
addition, the emulation is required in case of payed web services 
to reduce the testing process’s cost. Appropriate message data 
needs to be generated not only for the emulated web services to 
mimic their behavior, but for the composition as whole in order to 
be invoked in the testing environment. Achieving a high level of 
test coverage and determination of failure causes is difficult due to 
the missing programming code of the orchestrated services as well 
as the requirement for creating test cases based only on their public 
interfaces. Such interfaces are usually defined using the Web 
Service Description Language (WSDL). When a dynamic binding 
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of web services is implemented, the emulation process becomes 
more complex, since advanced stubs (mockups) should be 
developed. 

A lot of testing approaches and automated tools have been 
proposed to meet the above challenges. Unfortunately, the most of 
them cover only single testing activities such as analysis of testing 
paths, generation of test cases, web service mocking, injection of 
faults, etc. However, it is important to merge all testing activities 
in a general testing procedure supported by end-to-end 
methodology and thus to facilitate the whole testing process. This 
article is an extension of work originally presented in International 
Conference on the Quality of Information and Communications 
Technology (QUATIC’18) [1], which proposes such a 
methodology, called Testing As Service Software Architecture 
(TASSA). The methodology addresses the following major 
problems of WSC testing: 

• Difficulties in emulation of web services deployed on 
heterogeneous platform and controlled by external 
providers; 

• Missing or temporally unavailable web services and 
inability to detect the causes of failures; 

• Lack of automation to test unanticipated behavior of web 
services and test case generation to reach a high level of test 
coverage. 

Therefore, the benefit of the proposed methodology are as 
follows: 

• Provision of end-to-end testing methodology for WSC; 
• Recommendation of concrete approaches for actual 

implementation of each activity of the methodology; 

• Development of completely new approaches to cover 
critical issues such as analysis of data dependencies, 
isolation of partner web services and injection of faults; 

• Full automation in a single framework for testing WSCs, 
described with Business process execution language (WS-
BPEL) [2]. 

The next two sections present the TASSA methodology and the 
testing approaches appropriate for its implementation. Section 4 
provides a view of TASSA methodology’s validation and Section 
5 summarizes the validation results. Section 6 concludes the paper. 

2. TASSA methodology 
TASSA methodology supports functional, performance and 

security testing of WSCs and provide means for validation of their 
behavior if implementation changes are in place. It relies on a small 
number of artefacts, such as a BPEL file, input data, expected 
output data and test assertions. It consists of seven main activities, 
presented with a workflow diagram in Figure 1. 

2.1. Prerequisites 
W3C defines a set of standards for WSCs that are used for 

standard compliance validation of the WSCs [3]. If some 
inconsistencies are detected, a notification to perform the 
approapriate coreections are sent to the tester. The isolation of a 
partner web service can can follow two approaches: (1) invocation 
of mockup service that mimic the behavior of the partner web 
service or (2) generation of expected response that is expected 
from the partner web service. TASSA methodology adopts the 
second approach based on change of the communication channel 
between the WSC and its partner web service. This is realized 
using a so called “mediator service” allows fo injection of different 
types of faults in the communication channel. 

 
Figure 1: Methodology workflow 
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2.2. Analysis 

In order to obtain all test paths, the WSC is usually represented 
using a specific formal model. TASSA methodology transforms 
the WSC in a BPEL Flow Graph (BFG) similarly to the approaches 
in [4] and [5]. First, all paths in the BFG are identified, next the 
unfeasible ones are filtered and the finally the feasible paths are 
used for generation of test cases. 

2.3. Functional testing 

The WSDL description of the WSC is the primary source for 
functional test case generation. The main components of a given 
test case are the request with input data and the expected response 
with output data. Similar test cases are a common practice for 
testing single web services. A modified approach that support 
tracing of the executed activities in the WSC is applied by the 
TASSA methodology. 

The generation of test data is based on a widely adopted 
approach based on XML Schema Definition (XSD) of the WSC. It 
is further developed to support parametrization of test cases using 
variables, functions as well as connectivity with external data pools 
allowing for data-driven testing. The expected results from the 
execution of the WSC are a base for definition of test assertions. 
The execution order of the activities in the WSC is an important 
assertion, when the behavior of multiple web services is 
orchestrated. Additional assertions relevant to both single and 
composite web services are defined, based on a single value, a 
value type, a regular expression, an HTTP status code, a file type 
and size, etc. 

2.4. Security testing 

The request to the WSC is enriched with appropriate test 
artefacts for the purposes of security testing. The response from the 
WSC is checked whether it matches the security requirements, 
such as delivery of partial message, unauthorized access, 
unavailable partner web service, etc. At the message level, the 
security testing includes sending of “secure” request and checking 
the response sent by the web service. There are a lot of security 
mechanisms applicable to WSCs. The TASSA methodology 
proposes usage of WS-Security standard and QoS policies, which 
are based on enrichment of exchanged messages with a specific 
information based on WS-RM, WS-Addressing or MOTM. At 
transport level, the testing for security is related to testing of the 
authentication, including sending certificates like Kerberos, SSL, 
etc. 

The TASSA methodology follows a new approach for the 
robustness testing. It transforms the WSC under test allowing for 
simulation of faults during its execution. The supported faults are 
an unavailable partner web service, a delay of the response from a 
partner web service, wrong structure or semantic of the response 
from a partner web service. The test assertions for security testing 
are defined in a similar way of functional testing. 

2.5. Performance and load testing 

The performance and load testing validate the non-functional 
characteristics of the WSC. Since, it requires a set of requests to be 
send in order to simulate parallel executions, a definition of virtual 
users is performed for single functional test case or a group of them 

for a given time interval. The threads are commonly used in the 
most cases. They are scheduled to define the way, on which the 
virtual users are managed. The schedule contains information 
about the time for starting and stopping of requests, execution 
order of requests and time interval between them, number of 
executions, etc. 

The test assertions for performance testing are based on those 
for functional testing. Test assertions for time intervals, resource 
usage, file sizes and others characteristics are also defined. They 
provide insight for the system and network load, the hardware and 
software resources, etc. Additionally, a special assertion for 
checking the compliance with the Service Level Agreements 
(SLAs) is created. 

2.6. Test case execution 

Prior execution of functional test cases, the BPEL file of the 
WSC should be deployed on the application server and an instance 
of the WSC should be created. The request defined in the 
functional test case is sent to the WSC and its behavior is tested in 
a similar way to a single web service. The security testing requires 
to configure the security settings of the application server, where 
the BPEL file is deployed. The performance or load testing needs 
definition and management of threads according to the parameters 
of in the test cases. When a huge load needs to be simulated or 
hardware resources of the application server are limited, the 
execution of test cases is distributed among different machines. 

2.7. Recording and reporting 

The information obtained during the execution of the test cases 
is recorded in a log file. In order to allow for easily processing, the 
valuable outputs are collected in a test data storage. Apart from the 
directly obtained test results, additional metrics are recorded, 
which are related to the WSC itself, the application server, 
communication channels, the network and so on. These metrics are 
simple, but can be further aggregated for computing of more 
complex ones. In order to check whether the test is failed or passed, 
the expected output and actual one after test case execution are 
compared based on the test assertions. When the test is failed, the 
reason for the failure is collected for defect allocation as well as 
for a subsequent regression testing. The test reporting uses the data 
from the log files and the corresponding test data storage. The 
XML is the most commonly used data format for the test reports. 

3. Testing Approaches 

This section presents testing approaches that are appropriate 
for implementation of TASSA methodology. For each 
methodology’s task several approaches are identified and the most 
appropriate ones are recommended. For particular tasks new 
approaches are developed and reasoning about their applicability 
is given. 

3.1. Standard compliance checking 

The preparation of WSC for testing includes three main 
activities, described in previews section, namely checking for 
compliance with standards, isolation of partner web services and 
injection of faults. 

The compliance with the standards can be validated by the 
most of Integrated Development Environments (IDEs) such as 
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Eclipse BPEL Validator, Oracle ILINT and NetBeans XML 
Validate. It can be performed following three different techniques 
depending on the validation rules: 

• Rules described with a programming code (e.g. code 
written with Java); 

• Rules based on XML or OCL constraints; 

• Rules defined with a model of the WSC description (e.g. 
UML model). 

The proposed methodology relies on the Eclipse BPEL 
Validator. It processes the BPEL file as a DOM and for each node 
(assign, copy, from, to, etc.) creates rules for checking the 
constraints prescribed by the corresponding standard. The rules are 
written in Java and can be changed by the tester. 

3.2. Isolation of partner web services 

The replacement of partner web service with a stub (mockup) 
service is a technique widely used to remove external 
dependencies from the WSC [6,7]. An alternative approach is to 
generate a message that substitutes the response expected by the 
WSC from a partner web service [8,9,10]. The second approach 
requires the real communication with the partner web services to 
be recorded and appropriate interfaces and data to be manually 
defined. 

For the purpose of TASSA methodology, a new approach is 
elaborated. It replaces the BPEL activities related to external 
dependencies (e.g. Invoke activities) with ones that are internal to 
the WSC and provide similar output to the original activities (e.g. 
Assign activities). Since the output of the simulated activities are 
known, the execution of the WSC can be controlled to follow a 
particular path. For this purpose, proper values for the variables in 
conditional branches should be defined. Identification of the 
sequence of branch conditions and the values for conditional 
variables is a heavily task but it is automated by the TASSA 
isolation tool. 

3.3. Fault injection 

 The robustness of the WSC can be tested relying on methods 
for negative testing by causing faults in the WSC itself or in its 
communication with the partner web services. A classification of 
the faults that are typical for service-oriented systems can be found 
in [11], while the specific faults for WSC are described in [12]. In 
[13] authors propose an approach that injects faults in the partner 
web service and then perform coverage testing of the code 
responsible for recovery from failures (e.g. exception handlers). In 
[14] a fault injection technique is applied by exploring the behavior 
of the WSC regarding the injected faults and thus to assess the its 
fault tolerance capabilities. 

The fault injection is the second new approach proposed by the 
TASSA methodology. It supports injection of delays, errors and 
other malfunctions in the message exchange between WSC and its 
partner web services. The BPEL file of the WSC is modified by 
replacing the call to a partner web service with a call to a proxy 
service. In case of faults, the behavior of the third-party services is 
out of the TASSA scope. Therefore, faults in the outgoing calls are 
not injected. The proposed approach requires the original partner 
web service to be called and then intervention in its response to be 
performed. For this reason, the proxy service calls the original 
partner web service and then using the information for the fault 

simulated performs the required action. When data errors need to 
be injected, the two options are available – to change the values of 
data fields, while keeping the structure of the message or to insert 
random errors in the message data, which could break the XML 
structure of the response. For the first case, a tool for random 
generation of data according to an XML schema is required. 

3.4. Dependency analysis 

The analysis of WSC is focused on states, transitions and 
related usage of BPEL activities that are part of complex 
interactions. The software systems support two kinds of 
interactions as follows: 

• Data flow interactions, where the definition and values of 
the next data items depend on the definition and values of 
the previous ones. 

• Control flow interactions along the execution path, in 
which the next executions depend on the previous ones; 

The testing of the above interactions is covered by the data flow 
testing and control flow testing, respectively. Such techniques are 
applicable mainly to white-box testing. In the context of the 
service-oriented systems, there are additional interactions due to 
communication with external services, for which only the types of 
input and output data are known. 

An overview of types of interactions, related dependencies and 
approaches for analysis is can be found in [15]. The current 
approaches for dependency analysis apply variety formal models. 
The most popular ones transform the WSC in a control flow graph 
[16,17], Petri net [18,19], a state graph [20] or an UML model 
[21,22]. 

For the purpose of TASSA methodology, a new approach for 
dependency analysis is developed. As was mentioned before, it 
transforms the WSC in a BFG in order to find all executable paths. 
The dependency analysis includes identification of the conditional 
statements together with their conditional variables and constants, 
which values guide the execution of the WSC on a certain path. 

3.5. Test data generation 

The test data generation is a complex task, since the 
programming code of the WSC itself and its partner web services 
is often unavailable. That is why the approaches for test data 
generation are “black box” based, meaning that they rely only on 
the scope and type of the input and output variables. 

Since the communication in WSCs is performed through 
exchange of XML messages, a large group of test data generation 
techniques use WSDL descriptions of the web services in 
combination with their XSDs [23,24,25,26,27]. The XSDs 
determine the constraints over the data types that are useful for 
generation of both simple and complex test data. 

The approach proposed for TASSA methodology is similar to 
those presented in [28,29,30,31], since it also processes XSDs. It 
produces XML instances from a given XML Schema available in 
the WSDL file or in the BPEL file. Thus, XML messages needed 
for communication of the WSC with its partner web services are 
generated. The proposed approach can be applied to functional and 
robustness testing of WSCs due to support of both correct and 
incorrect XML instances’ generation. The implemented algorithm 
supports generation of empty XML documents – XML instances, 
which structure follows a given XML Schema, but does not 
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contain concrete values for the XML elements. In addition, 
generation of XML instances populated with random valid and 
invalid data depending on the testing goal is provided. Finally, a 
manual specification of values for the XML elements or their 
loading from external file are supported. 

3.6. Test assertions definition 

The service-oriented systems require definition of test 
assertions for a large group of test artefacts such as file content, 
file properties, message content (both header and body), message 
properties, expressions (e.g. XPath), variable values, variable 
properties, time properties and sequences of activities’ execution. 

Durand and Green propose a test script model allowing for 
expression of predicates crossing over diverse inputs and to handle 
a richer spectrum of outcomes [32]. The test assertions are well-
structured objects defined with identifier, source (normative 
conformance requirement), target (instance of a specific artifact 
type), pre-condition that should be fulfilled, predicate (logical 
expression over the target) and prescription level (level of 
imperativeness of the source requirement). The major benefit of 
such approach is that the target can be tested within its context. The 
test assertions are defined using XLST and XPath and can be 
applied to functional testing and non-functional testing. 

The power of XPath functions and expressions is leverage by 
Schematron – a simple pattern and rule language suitable for 
document testing [33]. Since the handling of the namespace is 
difficult, when rules are written according to an XML schema, and 
when there is a namespace prefix in a value of an attribute or 
element, the language is primarily intended for XML instances. 
XMLUnit is a tool offering both Java and .NET interfaces, which 
also supports validation according to a given XML schema, 
assertion of the values of XPath queries or comparison of XML 
documents with the expected outcomes [34]. The approach behind 
the tool relies on JDOM to traverse the XML tree.  

TASSA methodology adopts the approach proposed by Durand 
и Green. In addition to it, the XMLUnit is also utilized due to its 
high level of automation. 

3.7. Functional test case generation 

The approaches for generation of functional test cases can be 
divided in two groups depending on the type of testing technique 
– white box or black box. The black box techniques handle the 
WSC as a single service with known operations and message types 
defined in a WSDL document. On the other hand, the white box 
techniques explore the actual BPEL file to find information about 
activities, control flow and data flow. According to the formal 
model used for transformation of WSC to find executable paths 
and thus generate test cases, the approaches falls in three main 
groups: approaches based on CFG [16], approaches using Petri 
nets [18] and approaches adopting model checking technique such 
as Web Service Automata (WSA) [35], Stream X-machine (SXM) 
[36], UML 2.0 activity diagram [37], PROMELA [38], etc. 

The solution for test case generation of TASSA methodology 
follows mixed approach – a combination of black box and with 
box techniques. It supports the following tasks: (1) determination 
of web service operations and BPEL variables; (2) generation of 
templates of SOAP request; (3) test assertions’ definition at HTTP 
level, SOAP level and BPEL variable level; (4) execution of test 
cases by exchange of SOAP messages; (5) collection of test results 
for reporting and follow-up actions. The test cases are described 

and stored in an XML format, where the root element has two 
attributes – “name”, corresponding to the test case name, and 
“template”, indicating whether a data-driven testing can be 
performed. The other elements are a narrative description of the 
test case, a WSDL operation under test, an input data, a data source 
for the purpose of data-driven testing, and test assertions. The 
provided types of assertions verify the status code of the HTTP 
response and response time, validate the SOAP message in case of 
success or failure and can apply XPath expressions to a BPEL 
variable or to a SOAP body. 

The test case provides information for the web service address, 
and the message parts like HTTP headers, authentication 
mechanisms if they are required, and data that is carried in the body 
of the SOAP request. The test result consists of HTTP headers, 
data that is carried in the body of the SOAP response, the BPEL 
variables’ values and the execution time. In case of data-driven 
testing, parametrized test cases are generated, in which the actual 
data in the SOAP request body and the expected data in the SOAP 
response body are substituted with variables. 

3.8. Performance testing 

Since the web services are inherently concurrent, the 
concurrent issues continue to receive a huge interest. There are two 
primary solutions for implementation of concurrency models, 
namely event-based and thread-based. In thread-based 
applications each request is resolved in synchronous mode. Thus, 
each request is processed in a single thread. When the response is 
complete, the thread returns back to thread pool. If an external 
service is called to resolve the request, the thread has to wait for 
the response. In event-based applications each request is resolved 
in an asynchronous mode. The thread returns back to thread pool 
before the response is completed and it is ready to serve some other 
request. There is a single thread (or a small number of threads) that 
routes and manages all requests. If an external service is called to 
resolve the request, the process continue to execute without 
blocking and receives a response through a callback mechanism. 
The BPEL engines work following one of the two models. IBM 
WebSphere Process Server, ActiveBPEL Engine, Oracle BPEL 
Process Manager are thread-based, while BPWS4J and BPEL-
Mora are event-based. A BPEL engine prototype with a high 
performance, proposed in [39], adopts and event-driven 
architecture and join patterns delivered by the Microsoft 
Concurrent Coordination Runtime (CCR). Apache ODE executes 
long-running business processes, described with BPEL. ODE's 
Java Concurrent Objects (JaCOb) framework ensures the runtime 
implementation of BPEL constructs at the instance level [40]. 
JaCOb supports a concurrency at application-level without relying 
on threads. 

The type of concurrency model directly affects the 
performance of WSC. In addition to the Response time, other non-
functional characteristics of web services related to their 
performance are Throughput, Availability, Accessibility and 
Successful rate. In the context of WSC, the performance depends 
on the orchestration of the partner web services, which can follow 
five patterns: sequence parallel, conditional, cyclic or 
discriminative execution. For each execution pattern, the quality 
factor of each partner service is calculated and then an aggregated 
factor for the whole WSC is delivered. The Response time, 
Availability, Reliability, Bandwidth and Cost are non-functional 
characteristics used for assessment of WSCs in [41]. A drawback 
of the proposed approach is that it considers only sequence 
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execution of partner web services. The approach presented in [42] 
covers all five execution patterns, but takes into account only three 
are non-functional characteristics (Response time, Reliability and 
Cost). In contrast to the approaches that apply aggregation method 
for quality assessment, there is a more realistic method, which 
accounts for the uncertainty of partner web services and estimate 
the quality of a WSC’s probabilistically. 

TASSA methodology proposes usage of combination of 
approaches. It is validated in the context of Apache ODE BPEL 
Engine. The generation of the virtual users us performed by 
external tool, which handles the WSC as a single service applying 
black box testing. The same number of requests following the same 
schedule are used for testing of WSC and its partner web services. 

3.9. Security testing 

The security testing of WSCs brings challenges due to their 
distributed nature and requires application of more than a single 
approach. Kabbani and Tilley consider the security of WSCs from 
three points of view: known threats and weaknesses, security 
mechanisms for web services and privacy, integrity and 
accessibility [43]. The Open Web Application Security Project 
(OWASP) works on improving the software security. It describes 
a set of security vulnerabilities, including those that affect the web 
services. It proposes tools and best practices for security assurance 
[44]. The OASIS consortium describes security quality factors 
such as Encryption, Authorization, Authentication, Non-
Repudiation, Integrity, Availability, Privacy and Audit [45]. The 
WS-standards (WS- Security Policy, WS-Addressing, WS-SOAP 
Message Security, WS-Trust) prescribe mechanisms for secure 
communication between single web services, but they are 
applicable to WSCs too. 

Several research works propose development of models for 
data access of single services [46,47,48]. The security assessment 
of WSCs is based on such models. An alternative approach is to 
use a web service mediator, called broker, which composes the 
web services against the specified security constraints. An optimal 
WSC is selected according the QoS properties [49]. The broker 
uses a repository to store security and quality properties of web 
services and updates these properties after each execution of WSC. 
The security certification of web services is a technique applicable 
to selection, discovery, and composition processes. It includes 
certificate issuing and management, certification-aware service 
discovery, certificate validation, and service consumption [50]. 
Biskup et. al propose a framework supporting a decentralized 
execution of WSCs, which guarantee the correctness and the 
security of the execution [51]. The approach is based on a container 
– an encrypted and authenticated data structure that is passed 
among the composed web services. An XML-based script 
language for definition of security policies of WSCs is presented 
in [52]. It is integrated to a platform for run-time monitoring and 
security analysis. Data sharing agreements are another solution for 
secure collaboration between parties [53]. They define the data 
sharing policies for authorizations, obligations and prohibitions. 
The policies indicate the authorized, obliged or denied actions 
together with their related data and subject. 

TASSA methodology relies on validation according to the 
security standards, testing through fault injection, described in 
Section 3.3 and checking of the implemented security 
mechanisms. The quality factors of security in [45] are defined for 
single web services. The security tests check whether particular 
mechanisms and standards are applied or not. They can be 

performed on a transport level or on a message level. Since 
TASSA methodology are focused on WSCs, it proposes testing of 
the data exchange security, as it is prescribed in [53]. 

3.10. Recording and documentation of test results 

The instrumentation is a popular method for monitoring and 
analysis of the execution of WSCs is [54,55,56]. It adds s specific 
code in the BPEL file, which collects execution information 
without changing the normal execution of the WSC. The collected 
information is sent to external auditing web service for processing. 
The approach is technology independent and is suitable for 
functional testing, since it allows monitoring of data flow and 
control flow. It can be applied to security testing, but it is not 
appropriate for performance testing due to invocation of external 
web service, which can slow down the performance. 

The BPEL engine itself provides a detail information for the 
execution state of the WSC. For example, the ActiveBPEL Engine 
[57], Oracle BPEL Process Manager (Glassfish) [58], IBM 
WebSphere Process Server [59], Apache ODE [40] collect 
information about the Response time, the variables and activities 
as well as the invoked partner web services and the respective 
message exchange. Since the BPEL engines control the execution 
of WSC, the approaches and tools relying on their capabilities are 
technology dependent, but applicable to both functional and non-
functional testing. SALMon is a service-oriented system for 
monitoring services in order to detect violations in service level 
agreements (SLAs) [60]. It is technology independent, including 
three types of components, namely Monitors, Analyzer and 
Decision maker. The Monitors consist of measuring instruments, 
the Analyzer checks the SLA rules, while the Decision maker 
performs corrections to satisfy SLA rules. An architecture for run-
time monitoring of WSCs, described with BPEL, is proposed in 
[61]. The business logic of the composition and the monitoring 
functionality are clearly separated through implementation of two 
types of monitors – instance monitors and class monitors. The 
instance monitors are responsible for execution of a single instance 
of the composition, while the class monitors report aggregated 
information about all executed instances. Both monitors are 
specified through a specific language and are generated as Java 
programs, which can be deployed in the run-time environment of 
the monitor engine. 

TASSA methodology adopts the approach relying on the 
BPEL engine for monitoring of WSC and subsequent reporting of 
the collected information. Such approach is suitable for all types 
of testing and provides information about assertions, variables, 
messages, control flow and communication with the partner web 
services. Its advantage is the lack of intervention in the WSC and 
early reporting of the test results. 

4. Validation of TASSA methodology 

The validation of the TASSA methodology is performed 
through its application for testing of a sample business process, 
called Check Payment. The testing is performed using NetBeans 
integrated development environment. 

4.1. Functional testing 

The definition of functional test cases includes the following 
steps: 

1) Selection of BPEL file, containing description of the 
Check Payment business process; 
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2) Selection of test path from the data dependency tree, 
generated from the BPEL file; 

3) Identification of variables and constants, from which the 
execution of the selected path depend on, using the data 
dependency analysis tool. The tool returns description of 
dependencies, shown in Listing 1; 

Listing 1: Description of dependencies 

 
Listing 2: SOAP request 

 
Listing 3: Input test data 

 

4) Generation of abstract test case for testing of business 
process’s operation OrderPartnerOperation. The SOAP 
request to the partner web service is shown in Listing 2; 

 

5) Creation of executable test cases from the abstract one by 
manual or automated specification of values for the input 
variables, considering the identified constraints on step 3. 
The expected results and assertions are defined using the 
test case generation tool. In order to execute the path that 
contains the activity CityAssign, the credit card number 
and the client email should be valid, while the city and the 
state may be omitted. The input data that satisfy these 
conditions as well as standard data types in the XSD 
schema of the business process are presented in Listing 3; 

The following assertions are defined: 

• HTTP status code – checks the HTTP status code of the 
response. The expected value is 200; 

• XPath equals – the BPEL variable ValidateEMailOut 
should contain XPath expression message/part/ 
ValidateEMailResponse/ValidateEMailRe with value 
True. 

• XPath equals – the BPEL variable 
Validate_CreditCardOut should contain XPath expression 
message/part/Validate_CreditCardResponse/Validate_Cr
editCardResult with value 1. 

• Not XPath exists – the BPEL variable 
OrderPartnerOperationIn should not contain XPath 
expression message/part/city. 

• Contains – the response is expected to contain the regular 
expression <ord1:city>.*</ord1:city>; 

• Response time – the maximum value of the Response time 
is expected to be 5 000 ms. 

6) The test cases are executed and the results are recorded 
and analyzed. 

Table 1: Output from functional testing 

No Assertion Result 
1 HTTP status code 200 
2 XPath equals on ValidateEMailOut variable True 
3 XPath equals on Validate_CreditCardOut variable 1 
4 Not XPath exists on OrderPartnerOperationIn variable XPath not 

found 
5 Contains (case sensitive: “false”, is regex: “true”)  Value 

found 
6 Response time 2562 ms 

 
4.2. Isolation of partner web service 

Since the partner web service addresslookup allows limited 
invocations over time, it is isolated from the business process by 
performing the following steps: 

1) Selection of BPEL file, containing description of the 
Check Payment business process. 

2) Selection of addresslookup web service for isolation; 

3) Formal description of isolation, shown in Listing 4. The 
partner web service is executed though invoke activity 
PostCodeInvoke. The result from invocation is replaced 
with a string constant “TEXAS CITY”. 

4) Isolation of the partner service through transformation of 
the business process. Figure 2 shows the transformed part 
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of the business process, where the Assign1 activity 
replaces the original PostCodeInvoke invoke activity. 

Listing 4: Formal description of isolation 

 

 
Figure 2: Isolation of partner web service 

5) Execution of the transformed business process without 
invocation of addresslookup web service. 

The output from isolation of partner web service is the same as 
one presented in Table 1. The partner web service addresslookup 
is successfully isolated without breaking of the normal execution 
of the business process. 

4.3. Fault injection 

The robustness testing of the business process is performed 
through the following steps: 

1) Selection of BPEL file, containing description of the 
Check Payment business process. 

2) Formal description of the fault that will be simulated, 
shown in Listing 5 – a delay in the communication channel 
between the business process and its partner web service 
ValidatorDemo. 

Listing 5: Formal description of fault injection 

 

3) Transformation of the business process according to the 
formal description in step 3. The invocation of partner web 
service ValidatorDemo is replace with an invocation of 
proxy web service, called PoxyInvoke, which injects fault. 

4) Execution of the transformed business process. The 
ProxyInvoke web service simulates a delay of 20 sec of the 
response from the partner web service. 

The output from fault injection is the same as one presented in 
Table 1, except the value for the Response time. Due to delay of 
response from the partner web service ValidatorDemo, the actual 
Response time of the business process is 23718 ms. 

5. Summary of methodology validation 

TASSA methodology is evaluated based on the following 
assessment criteria: 

• Applicability to SOA-based systems; 

• Completeness of testing related to both WSCs and its 
components; 

• Level of automation of the whole testing process; 

• Level of novelty. 

More details about the results form evaluation of TASSA 
methodology can be found in [62,63,64,65]. They prove that the 
TASSA methodology provides solution of the most significant 
problems related to the WSC testing: (1) Inability to instrument 
web services that are not under control of the developer; (2) Delay 
of testing due to parallel development of the application 
components that have dependencies between each other; (3) Lack 
automation of testing for situations when the communication 
channel is interrupted or there is a noise in it and (4) Difficulties 
during identification of the root causes of failures and lack of a 
specific analysis approach dealing with different technology 
platforms. 

The validation results shows that the isolation of partner web 
services can be applied to both synchronous and asynchronous 
WSCs. The isolation of the external dependencies and the injection 
of faults keep the original behavior of the WSC. In addition, the 
proposed approach for fault injection successfully simulate 
different types of failures. The identification and tracking the 
execution paths of WSC is supported by TASSA methodology 
through the approach for dependency analysis. This approach 
successfully identifies the conditional activities in the BPEL file 
and the variables, which values determine the execution on a given 
path. 

The evaluation of TASSA methodology according to the above 
criteria proves its feasibility and effectiveness. The TASSA 
methodology proposes a novelty solution for testing SOA-based 
applications. Its level of novelty is directly related to the maximum 
level of novelty of the adopted approaches. Therefore, the level of 
novelty of TASSA methodology is 3 from total 3. It delivers a 
complete solution. Its completeness is calculated as a sum of 
completeness of the adopted approaches. The completeness of 
TASSA methodology is 11 from total 12. The TASSA 
methodology provides a high level of automation. Its level of 
automation is computed as a sum of level of automation of the 
approaches that are proposed for its implementation. This metric 
varies due to possibility for combination of different approaches to 
achieve a specific testing goal. Since the testing approaches share 
test data, the manual activities related to its generation on the latest 
testing stages are minimized. The average level of automation of 
TASSA methodology is 7 from total 12. It is fully applicable to 
testing of WSCs, defined with WS-BPEL. The applicability of the 
TASSA methodology is directly related to the minimum 
applicability of the approaches that are proposed for its 
implementation. It depends on the concrete approaches used to test 
a given WSC. When all activities of TASSA methodology are 
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performed, the applicability is calculated as 1. When the activities 
related to isolation of partner web services and dependency 
analysis are not performed, the applicability is calculated as 3. In 
this case the TASSA methodology can be applied to a number of 
service-based applications. 

Table 2 Summarizes the evaluation results. The first fifth rolls 
are related to the proposed testing approaches, while the last one 
shows the results for the TASSA methodology as a whole. 

Table 2: Summary evaluation of TASSA methodology 

Approach/ 
methodology Novelty Completeness Automation Applicability Total 

Isolation of 
dependencies 100% 100% 66% 25% 73% 

Fault injection 66% 100% 66% 75% 77% 
Dependencies 
analysis 100% 33-66% 33-66 25% 48-73% 

Functional test 
case generation 33% 100% 100% 100% 66% 

Test data 
generation 66% 66-100% 66% 75% 68-77% 

Overall 
methodology 100% 80-93% 33-100% 25-100% 66-77% 

6. Conclusion 

The present work addresses the challenges of testing WSCs by  
proposing a novel methodology for testing, called TASSA. The 
methodology consists of the following main activities: (1) 
Checking for compliance with standards and isolation of partner 
web services; (2) Definition of testing goal and dependency 
analysis of the WSC to obtain testing paths; (3) Definition of 
functional test cases; (4) Definition of test cases for performance 
and load testing; (5) Definition of test cases for security testing; (6) 
Test case execution; and (7) Recording and reporting of test 
results. The optional execution of some activities enables focusing 
of the testing process on the specific user requirements and 
performing a step-by-step testing. For example, preparation 
activities could be performed at the beginning of business process 
development, including checking for compliance with standards. 
On the next step, when the partner web services are identified and 
are available, a functional testing could be performed. Finally, 
when the development of the business process under test is 
completed, non-functional testing could be conducted. A 
significant benefit of the TASSA methodology is that it deals with 
a small set of test artefacts – BPEL file, test data and test assertions. 
When the methodology is applied to the functional testing, a high 
level of automation can be achieved, in which only the BPEL file 
should be provided. 

A lot of approaches are explored to identify the most suitable 
ones for implementation of the activities of TASSA methodology. 
New approaches are proposed for the most critical issues such as 
fault injection, isolation of partner services and dependency 
analysis. For other activities current approaches are adopted and 
are extended if needed. Two popular approaches for functional test 
case definition and test data generation are extended. The 
automation of TASSA methodology is shown onto a sample, yet 
realistic case study as a proof-of-concept. The complete validation 
is performed using different business processes in terms of number 
of activities, number of partner web services and type of 
communication – synchronous or asynchronous.  The novelty, 
automation and applicability of TASSA methodology to testing 

serviced-based applications are evaluated regarding clearly 
defined assessment criteria. The results shows that it fully support 
end-to-end testing of WSCs covering all required testing activities.  
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